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## Introduction:

As a fundamental algorithm of three-dimensional (3D) modelling, 3D Boolean operations are utilized extensively in computer-aided design (CAD)/computer-aided manufacturing (CAM), virtual reality, computer vision, robotics, and other fields. In recent years, with the improvement of industrial manufacturing precision and the development of 3D printing technology, the size of meshes that need to be processed has dramatically increased, posing a challenge to the speed of Boolean operations.

Unlike tree $[14,6,5]$ and volumetric representation $[16,15,10,8]$ methods that are designed specifically for parallel computation, OptiX [13], NVIDIA's latest RTX ray tracing engine, performs efficient massively parallel ray intersection testing and creates acceleration structures based on the bounding volume hierarchy (BVH) [7] tree. In this paper, the two steps of calculating the triangle-triangle intersection and inside/outside classification are recast as the problem of ray and triangle intersection. These two steps are accelerated by the Optix engine, thereby accelerating the entire Boolean operation.

The proposed method requires the input triangular meshes to be closed, orientable, nonself-intersecting and nondegenerate 2-manifolds. Preprocessing is necessary if the aforementioned conditions are not satisfied. This paper's method consists of three main steps (see Fig. 1):

Step 1: Intersection test and intersection calculation (see Fig. 1(b)). Rays were emitted along each side of the triangle, intersection tests were conducted with another model involving Boolean operations, and the intersections were calculated. the intersection points are calculated using Eq. (2.1) and degenerate cases are handled.

Step 2: Triangle tessellation (see Fig. 1 (c)). Using the constrained Delaunay triangulation (CDT) algorithm [4], the intersection points in each intersecting triangle were connected to constrained line segments as input, and the intersecting triangles were triangulated. Each intersecting triangle was subdivided into multiple subtriangles following segmentation. This step is accelerated in parallel using the OpenMP [3] policy and runs on the CPU.

Step 3: Inside/outside classification (see Fig. 1 (d)). After triangle tessellation, there are no triangles that are both inside and outside the target model; all triangles are either inside or outside. Then, retain the triangles in accordance with the rules of boolean operations to obtain the final result of boolean operations.(see Fig. 1 (e)).

The main contributions of this paper are as follows:
(1) Triangle-triangle intersection detection was transformed into a triangle-ray intersection problem. Using ray tracing, the intersection region and intersection points of the model were determined.
(2) In this paper, the model's topological information was completely disregarded for triangle inside/outside classification. Ray tracing technology was extensively utilized to classify each triangle as belonging to the inside/outside.


Fig. 1: Boolean operation procedure of triangular mesh based on ray tracing. (a) Input two closed, nonself-intersecting 2-manifold models. (b) Use ray tracing to perform the intersection test and compute the intersection points; the red portion of the diagram represents the set of intersecting triangles. (c) Use the CDT algorithm to triangulate the intersecting triangle. (d) Use ray tracing to complete the inside/outside classification; the red portion of the figure is determined to be inside another model. (e) According to Boolean operation rules, the dragon-bunny result is obtained.

Intersection Computation:
A method similar to the Moller-Trumbore algorithm [12] is used to calculate the intersection points: a triangle is defined by three vertices $V_{0}, V_{1}$ and $V_{2}$, and a point $\mathrm{T}(u, v)$ on a triangle is given by

$$
\begin{equation*}
T(u, v)=(1-u-v) V_{0}+u V_{1}+v V_{2} \tag{2.1}
\end{equation*}
$$

where ( $u, v$ ) are the barycentric coordinates, which must fulfil $u \geq 0, v \geq 0$ and $u+v \leq 1$.
$\left\{M_{i}\right\}_{i \in\{1,2\}}=\left(V_{j}, T_{j}\right)$ denotes the meshes engaged in Boolean operations, where $V_{i}$ is the set of vertices and $T_{i}$ is the set of triangles. $M_{i}$ is a closed, orientable, nonself-intersecting and nondegenerate 2-manifold. When $M_{i}$ is input, the topological connection information of its points, edges, and faces is constructed by traversal. This paper transforms the triangle intersection test between $M_{1}$ and $M_{2}$ into a ray and triangle intersection test by emitting rays along each edge of $T_{i}$. As shown in Fig. 2, a ray (yellow arrow) is emitted along each edge of the triangle. Using the emission ray $\mathbf{R}_{1}$ along edge $V_{1} V_{2}$ of triangle $T_{1}$ as an illustration, the parameters are constructed as follows:
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1. Set vertex $V_{1}$ as the origin O of the ray.
2. Set the normalized direction of vector $\mathbf{V}_{\mathbf{1}} \mathbf{V}_{\mathbf{2}}$ as the ray direction $\mathbf{D}$.
3. Set $t_{\text {min }}=0, t_{\text {max }}=\left|V_{1} V_{2}\right|$, and $\left|V_{1} V_{2}\right|$ as the distance between $V_{1}$ vertices $V_{2}$.

In the Optix ray tracing engine, the any hit program is invoked when the acceleration traversal finds that a ray intersects a primitive (triangle). In the any hit program, the barycentre coordinates ( $u, v$ ) of the intersection point and the index of the intersect triangle can be obtained by invoking the API; the intersection point $P_{i}$ is then computed using Eq. (2.1).The set $E_{i}$ stores the index IDs of the two adjacent triangles that the ray shares, and the set $H_{i}$ stores the index ID of the triangle that the ray hits. The relationship between the two pieces of information and the intersection $P_{i}$ is recorded as $\left\{E_{i}, H_{i}, P_{i}\right\}$ and utilized in the next step of triangle tessellation.


Fig. 2: Rays are emitted along the edges of $M_{i}$, and ray tracing is performed to complete the intersection test and calculation.

Due to the accumulation of numerical errors in the single-precision focal-point calculations of the OptiX engine, In two triangles intersecting at a point or edge and in coplanar triangle cases, the intersection points cannot be obtained stably.We use numerical perturbations to improve both cases.

## Triangle Tessellation:

Before using the CDT algorithm to conduct triangulation of intersecting triangles, we need to connect the intersection points as constraint segments. Comparing the ID sets $E_{i}$ of the emitting ray triangle index and $H_{i}$ of the intersecting triangle index connects the two intersection points. Assume the two points $\mathrm{P}=\left\{E_{i}, H_{i}, P_{i}\right\}$ and $\mathrm{Q}=\left\{E_{i}^{\prime}, H_{i}^{\prime}, Q_{i}^{\prime}\right\}$, where $P_{i}$ and $Q_{i}^{\prime}$ are the coordinates of the two points. $\exists$ $T_{0} \in E_{i}, \exists T_{1} \in H_{i}, \exists T_{0}^{\prime} \in E_{i}^{\prime}$ and $\exists T_{1}^{\prime} \in H_{i}^{\prime}$. When the following two conditions are satisfied by the four triangle indices $T_{0}, T_{1}, T_{0}^{\prime}$ and $T_{1}^{\prime}$, the points P and Q are joined as a constrained line segment.

1. If $T_{0}=T_{0}^{\prime}$ and $T_{1}=T_{1}^{\prime}$, then connect points P and Q. As shown in Fig. 3 (a), $P_{1} P_{2}$ is a constrained line segment.
2. If $T_{0}=T_{1}^{\prime}$ and $T_{1}=T_{0}^{\prime}$, then connect points P and Q . As shown in Fig. 3 (b), $P_{1} P_{2}$ is a constrained line segment.

The triangle is triangulated using the CDT algorithm in the third-party library Fade2D [11] in 2D.
Inside/Outside Classification:
After triangle tessellation, each triangle is either completely inside or completely outside of the model. We utilize the high efficiency of OptiX intersection judgment and adopt a simple method to complete inside/outside classification: A ray is emitted from the centre of gravity G of each triangle towards the centre C of the model, and then the inside or outside the triangle is determined by the sign of $\cos \theta$,


Fig. 3: The two most common triangle-triangle intersection cases. The triangles $T^{\prime}$ and T belong to two input models. (a) The rays $\mathbf{R}_{\mathbf{1}}^{\prime}$ and $\mathbf{R}_{\mathbf{3}}^{\prime}$ emitted from $T^{\prime}$ intersect triangle T at points $P_{1}$ and $P_{2}$, respectively. (b) The ray $\mathbf{R}_{\mathbf{1}}^{\prime}$ emitted from triangle $T^{\prime}$ and the ray $\mathbf{R}_{\mathbf{3}}$ emitted from triangle T intersect at points $P_{1}$ and $P_{2}$, respectively.
where $\theta$ is the angle between the direction vector $\mathbf{D}$ of the ray and the normal vector $\mathbf{n}$ of the nearest intersecting triangle (see Fig. 4). As ray tracing is performed very quickly on the GPU, the entire procedure is completed in a short amount of time.


Fig. 4: $M_{1}$ and $M_{2}$ represent two models. The normal vectors (yellow arrows) of triangles in model $M_{2}$ are directed outwards, and $C_{1}$ is the centre of model $M_{2}$. The ray emitted by the triangle of the barycentre $G_{1}$ intersects $M_{2}$ at point $P_{1}$, and $\cos \theta_{1}<0$, so the triangle is judged to be outside $M_{2}$. The ray emitted by the triangle of the barycentre $G_{2}$ intersects $M_{2}$ at point $P_{2}$, and $\cos \theta_{2}>0$, so the triangle is judged to be inside $M_{2}$.

Results and Discussion:
Three examples were used to compare the proposed algorithm with CGAL Nef Polyhedra [2], CGAL Corefine [2], Cork [1], QuickCSG [5], and Zhou's method [17] in LibIGL [9]. The number of input triangles ranges from approximately 10 k to 1.6 M , and the models come from the Thingi10K dataset. The running results of the union, intersection and difference sets of the six experiments are shown in Table 1 and Fig. 5. Table 1 demonstrates that the proposed methods are quicker than all other methods except for Example 1. Example 1 demonstrates that when the number of triangles in the input model is approximately 10 k , the operating time of the proposed method is comparable to that of the QuickCSG method. The reason for this is that when the number of input triangles is minimal, the proposed method


Fig. 5: The outputs of the six examples in Table 1 are the union, intersection, and difference sets. The model is from the Thingi10K Dataset. (a), (c) and (e)are the outputs of the proposed method. (b), (d) and (f) are the outputs of Zhou's method in LibIGL.
requires a significant amount of time to construct a ray tracing pipeline, resulting in a slower overall time than QuickCSG. In the remaining examples, the method is faster than QuickCSG. This is because the proposed method utilizes the GPU to perform intersection computations and face classification, which significantly accelerates these two steps. As the number of input triangles increases, the advantages become increasingly apparent.

Table 1: Computation time statistics (seconds).

| Example | Model $^{*}$ | Face Num | Intersect <br> Face Num | Ours | QuickCSG | LibIGL | Cork | CGAL Nef | CGAL <br> Core |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 1 | $74890 \cup 104738$ | 15 k | 0.4 K | 0.02 | 0.02 | 3.51 | 1.10 | 26.15 | 1.18 |
| 2 | $57937 \cup 441711$ | 147 k | 2 K | 0.05 | 0.22 | 131.8 | 9.23 | 571.6 | 18.23 |
| 3 | $461112 \cup 461115$ | 1.6 M | 29.1 K | 0.25 | 2.81 | 368.46 | 90.40 | - | 118.7 |

- The process is terminated after running for a long time.
* $A_{1} \cup A_{2}, A_{1}$ and $A_{2}$ are the numbers of the models in the Thingi10K dataset.
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